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Introduction
Aivosto Project Analyzer is a professional source code optimization and documentation software tool for Visual Basic developers. This tutorial leads you into the world of advanced code analysis. It assumes knowledge of the Visual Basic language, but no knowledge of code analysis.
Project Analyzer v7 works with code written with Visual Basic versions 3.0, 4.0, 5.0, 6.0, VB.NET 2002 and VB.NET 2003. It also works with the VB.NET code in ASP.NET projects. 
This tutorial is designed to be printed as a short introduction. Project Analyzer includes a large number of features and details not described here. The help file project.chm is the most comprehensive documentation and manual. Project Analyzer comes with free technical support, so feel free to ask!
Executive summary
Why should we use Project Analyzer?
Writing high-quality, fully documented software is a goal that all developers share. The path to achieve that goal is paved with code reviews, tests, fine-tuning and document writing. Project Analyzer is a program that makes these tasks easier, saving effort and making it possible to achieve higher quality in less time.
What are the main benefits?
Project Analyzer makes a full code review. It suggests and performs numerous code improvements, leading to faster and smaller programs and enforcing adherence to programming standards. The improvements not only affect the internal technical qualities of code, but also add solidity and performance to the program itself.
Project Analyzer generates technical documentation by reading program source code. The available documents include graphical representations of program structure, commented source code listings and various reports such as file dependencies. Automatic document generation relieves the programmers from the burden of keeping technical documentation in sync with the existing code.
Project Analyzer helps programmers to understand existing code in less time. By browsing code in hypertext form, a programmer can quickly understand how a certain function operates with other functions and variables. 
Who should use Project Analyzer?
Project Analyzer is most useful with middle to large sized projects and solutions. The users include programmers, testers and document writers. A basic understanding of the Visual Basic language is preferential.
What are the available editions?
Project Analyzer Standard Edition includes full source code analysis capabilities. It can analyze projects of any size, one project at a time. 
Project Analyzer Pro Edition includes Standard Edition and all the following 4 add-ins: Super Project Analyzer, Project Printer, Project Graph and Project NameCheck.
Project Analyzer Enterprise Edition adds automation to the analysis and correction of coding problems. It is meant for power users and development teams with large projects. It includes the Pro Edition and additional features. The Enterprise Edition supports multi-project analysis, that is, the analysis of several projects together. It also includes features that help with migrating existing code from earlier Visual Basic versions to Visual Basic .NET, advanced metrics to evaluate the quality of code, COM and DLL file analysis and search for duplicate code blocks.
Getting started
First a short note on the terminology. We use the term VB Classic to refer to VB versions 3.0 to 6.0. With .NET we mean all the supported VB.NET versions. A project usually means a single .mak, .vbp or .vbproj project, although it may be also used in a more general way to cover all the analyzed code, whether it's from one or several projects.
Starting an analysis
Choose Analyze in the File menu. A dialog box opens up. Select a Visual Basic project for analysis. Any .mak, .vbp or .vbproj file will do. 
You can also analyze several projects simultaneously by selecting a .vbg (project group) or a .sln (solution) file. Notice that this feature, called multi-project analysis, requires the Enterprise Edition. The Standard and Pro Editions analyze only one project at a time.
This is the dialog that appears next:
�
In this dialog you can select the files to analyze. If you are running a demo, you can select a maximum of 10 source files at a time. 
Notice that the features on the top right corner require the Enterprise Edition. In addition, they are enabled in all editions and the demo provided that you select a maximum of 10 source files to analyze.
When you're done with the options, click Analyze to begin. The analysis consists of two phases. You can see the progress in the main window.

The main window
�
Hypertext view
Surf your code in the hypertext panel. Your code is automatically color-coded and hyperlinked by Project Analyzer. Use the mouse to left-click and right-click the highlighted words and icons:
Left-click a link. You are taken to the declaration of the clicked variable, function, enum, class etc. 
Right-click a link. A popup menu shows up. See the following picture. 
Left-click a problem icon (in the left margin). The problem view at the bottom shows the problem(s) on the line. 
Right-click a problem icon. A popup menu opens up listing the problem(s) on the line. 
�
Right-clicking a link in the hypertext view 
Project tree
Use the tree view on the left to move in your code. Use right-click to display a menu of options. You can also use double-click to view the contents of a picture or a .frx file.
�
Right-clicking an item in the project tree 
Legend
Overstrike indicates dead code. 
� A red line over an icon indicates dead code. 
� A violet X indicates exposed code with an unknown deadness status. The code was not found to be in use. However, the code is exposed to other projects and it may be in use by an unanalyzed project. 
� �PRIVATE "TYPE=PICT;ALT=Informational problem icon"�These problem icons indicate a problem found in code review. Left-click or right-click the icon for more information. 
You can open a full legend of all the icons in the Help menu.
Using the reports
Project Analyzer produces a large number of reports. A large number of the are present in the Report menu, but there are also numerous Report buttons in the various windows to report the current window contents. 
All the reports work the same way. First you select the report type, then you take the report. You select the report type in the toolbar in the main window. The available report types are listed here.
 Display – the default. This also acts as a preview, from where you can print the report, save it to an rtf/pdf file or copy it to the clipboard.
 Printer – to print your reports without previewing.
 File – the available file types are:
 Plain text file (txt)
 Comma separated file (csv)
 Rich text format file (rtf)
 Portable document file (pdf)
 Hypertext file (html)

How to optimize your code 
Project Analyzer makes your code shine – but it needs your help. With Project Analyzer you can enforce preferable programming practices, remove dead code, make the program behave in a more robust way and make changes to achieve better compatibility between Visual Basic versions.
It often happens that extra code is left in a project. The extra may be sub-programs and functions that are no longer called, events that don’t fire, old variables, unnecessary constants, even Types and Enums. Extra code takes up disk space, slows down the program and it also makes it harder to read. 
Because this code is not needed, it is also called dead code. With Project Analyzer, you can find dead code and possibly remove it. This should be the first task you do to optimize your code. Only after that you should focus your efforts on what is left. That is the live code.
Code review (problem detection)
The key to optimizing VB programs with Project Analyzer is its code review feature. You can find the Problem view at the bottom of the main window. 
�
Tip: Right-click a problem to read a description.
Problem categories
Project Analyzer divides problems into 5 categories:
1. Optimization problems affect the speed and size of the resulting program negatively.
2. Style problems are related to the coding style. They don't necessarily lead to problems in the short run, but they often lead to worse understandability and maintenance errors in the future. – Metrics is a sub-category of Style, available in the Enteprise Edition. You can set target values for different metrics and monitor if some part of your program exceeds the limits. 
3. Functionality problems affect the behavior of the program at run-time. 
4. VB.NET problems represent migration issues. They affect you if you plan to upgrade your classic VB code to Visual Basic .NET. These problems are available only in the Enterprise Edition.
5. Internal problems indicate problematic conditions in the analysis. For example, a file may be missing. 
Filter configuration
You may be interested in only 1 or 2 problem categories. Or you may think that the use of Goto isn't that bad after all. That's why Project Analyzer lets you choose which problems to show and which ones to hide. You can create quick check filters and strict filters for giving your code a final polish. The predefined filters are described in the following table.
<Dead code>�Check deadness only.��<Default>�A default set of rules to start with.��<Hide all problems>�Disable all problem checking.��<Functionality>�Report problems affecting functionality.��<Optimizations>�Report problems related to optimization.��<Project NameCheck>�Report naming standards related problems. Requires Project NameCheck add-in.��<Strict - Show all problems>�Report all problems.��<Style>�Report problems related to style issues only. Includes Metrics and Project NameCheck.��<VB.NET Compatibility>�Report all VB.NET problems. Requires Enterprise Edition.��<VB.NET Fix before upgrade>�Report all issues that should be fixed before loading the project in VB.NET. Requires Enterprise Edition.��
Press the button � to configure filters.
Sharing the filters
You can distribute the problem filters with Export/Import buttons. Export a filter to a file and import it on another computer. That’s especially useful to enforce programming standards among teams.
Removing dead code 
Dead means unused. Unused files, subs, functions, properties, methods, variables, constants, user-defined types and enums. Dead code is extra. It makes your files larger, your programs slower and it makes it harder for people to read and understand your code. You can remove the dead code without affecting the functionality of your program. Of course, sometimes you may decide to keep some parts for later use. 
Project Analyzer Standard and Pro Editions detect dead code, but leave the removal to you. You will need to decide for each piece of dead code if you wish to keep or delete it. – Note: When you have made changes to your source code, remember to check that it still runs. Don't save yet. First, press Ctrl+F5 to make Visual Basic compile your code. If it runs, you're safe to save your modifications.
Project Analyzer Enterprise Edition includes an additional feature to automatically remove dead code. You can find this feature in the Enterprise menu, Auto-Fix command. It makes a copy of your source, and removes or comments all dead code. In addition, the Enterprise Edition supports multi-project analysis, allowing detection of code that's not called by any of several related projects.
Dead procedures. Dead subs, functions, properties and methods usually make up most of the extra code. Some Project Analyzer users have reported that 30 - 40% of their project was made of these things! 
There are two kinds of dead procedures. 
1. Procedures that are not called in the code. This is the primary case. You can safely remove any single dead procedure. 
2. Procedures that are mentioned in the code but never executed. These procedures are marked as “called by dead only”. The explanation is that there is a pair or even a larger group of procedures that call each other. However, no calls come from outside this group. So in effect, the whole group never gets executed! You need to remove the whole group at once, otherwise VB will complain about some missing procedures when you compile. The best way to do this is to select a dead procedure and follow its calls/called by relationships to find what the group consists of. The Project Graph add-in can also be very helpful with this. Consider yourself lucky. This chunk of dead code might have been impossible to find without Project Analyzer.
Dead variables and constants are usually left behind because you alter some routines and don't remember to remove the extra declarations. They consume some extra memory (if it’s an array, that might be a lot!) and make your program harder to understand.
Dead constants are simple: they are those ones that are not used at all. Dead variables come in two variations:
1. Dead variables that are not read nor written to. 
2. Dead variables that are written to but never read. These variables are marked “assigned only”. You should remove these variables. Why would you ever need to store a value if you don’t read it? – There is one exception, but Project Analyzer handles it. The exception is object variables. Sometimes it makes sense to store an object in a variable without ever actually using the reference, so that the object stays alive doing whatever it is supposed to do. You don’t need to worry about this; Project Analyzer automatically detects it and won’t report a problem. 
To remove a variable or constant that is not used at all, just delete its declaration (the Dim statement). To remove a variable that is used only in assignment, you need to find the statement where it is used and determine what to do with the statement. Usually, it's a function call like this:
x = MyFunction(y, z) 

If you don't need the return value x, just modify this statement to
MyFunction y, z

VB 3.0 doesn’t give you the option to ignore the return value. In that case, Project Analyzer hides the problem from you.
Dead Types and Enums are simply those ones that are never used in the code. They’re not likely to be a major problem source for you, but why keep them if you don’t need them? You can safely remove a dead Type or Enum declaration if you're sure you won't need it at a later time. 
Empty procedures are not exactly dead code, but they are still extra. There may be a reason for an empty procedure, but for most of the time, it's just taking up space and possibly slowing your program down if you happen to accidentally call it. Check if you really need the empty procedure. – Empty procedures might be required in an abstract base class or a class that implements an interface. Project Analyzer knows about this case.
Events. Event definitions (Event statements) and event handlers are a special case. An Event statement is dead if it's not raised nor handled. An Event statement may also be reported as Event not raised, if the event is handled but you don't call RaiseEvent to fire the event. In this case, you need to consider whether to raise the event or remove it. Yet another case is when an event fires but there are no handlers. This is not a problem case since event handling is optional. – Project Analyzer reports orphaned event handlers as dead procedures. An example of an orphaned event handler is Button_Click, where the original control named Button has been renamed or removed.
Return values. If a function returns a value, the callers are usually supposed to store or use it. Where a caller doesn't store or use the value, Project Analyzer reports the problem Return value discarded. If all callers discard the return value, Project Analyzer also reports it as Dead return value. You should consider using the return value or alternatively, rewriting the function as a sub.
Dead classes are ones that are not used at all. You can remove them. A class may also be semi-dead in that it is being used as a data type but it is not instantiated at run-time. Another semi-dead case is when an abstract MustInherit class is not inherited (.NET only). 
Dead interfaces. You can remove .NET Interface definition that is not used at all. An interface may also be semi-dead in that it is being used as a data type but no class implements it. Another case of semi-deadness is when an interface is implemented but not actually used anywhere. In both cases, the interface is possibly unnecessary, but consider the intended use before you throw it away.
Dead structures. You can remove a .NET Structure that is not used at all.
Dead modules can be removed in their entirety. 
Unused files. These are files that no other files refer to in the source code. They may be classes that are never instantiated, forms that are never shown, or standard modules whose procedures are no longer needed. Check to see if you really need these files and remove them from your project.
Exposed code and multi-project analysis
Dead but exposed. Some library and server project types expose an interface that other projects may use. For example, an ActiveX project defines a public class with methods for other programs to call. In this case, to determine calls to the exposed code, it's not enough to analyze just the one (ActiveX) project. The word "exposed" next to a dead code problem means that the code is not used by the project it's defined in, but it might be used by some other project(s). 
In practise, it may be necessary to leave all exposed code undeleted, even if dead. That's because other programs may require the code and fail if you remove it. Project Analyzer's default settings hide all dead code problems for exposed code. You can enable dead code reporting for exposed code in problem options. 
To reliably determine the deadness of exposed code, you need to do a multi-project analysis. This requires the Enterprise Edition. Multi-project analysis is able to detect dependencies between projects, and report dead code that's not used by any of the projects. You do a multi-project analysis by selecting more than one file to analyze, or alternatively, by opening a .vbg or a .sln file. Read the help file for in-depth instructions on how to do a multi-project analysis.
Multi-project analysis is recommended for the following project types: project groups (.vbg), solutions (.sln), ActiveX ocx/dll/exe projects, OLE server projects, and .NET class and component library projects. 
Unnecessary controls to remove
Project Analyzer supports a set of unnecessary control detection rules for projects written with VB 3.0 to 6.0. 
Most user interface controls are not useful if they are not visible and enabled at run-time. If you find them, you should consider removing them as they take up resources and increase the executable size. Events related to the controls are possibly not executed. Code that reads or sets the controls' properties and calls their methods is potentially unnecessary for the operation of the program.
Control not visible. A control's Visible property is set to False and the control is not made visible at run-time. 
Control outside of visible area. A control is located outside of the visible area of the form it is on. At run-time, the control is not moved and the form is not resized to reveal the control.
Control not enabled. A control is disabled at design-time and not enabled at run-time.
Why are unnecessary controls left in the program in the first place? Developers sometimes set controls to invisible or disabled mode or drag them outside the visible form area. They do this to quickly remove controls from the user interface while still keeping some of the functionality of the controls, such as the use of control events or properties. 
There are some cases where an invisible or disabled control can be useful, so you have to be careful about removing the control and related code. Note that the unnecessary control detection rules do not reveal all unnecessary controls, you should also verify each form visually for control arrays (which are not supported by these rules) and controls placed behind other controls.
Further optimizations
Option Explicit. If you don’t use Option Explicit, you’ve got to learn it now. You need to write Option Explicit  at the beginning of each file. In VB.NET you either write Option Explicit On or select the respective option in project options. This makes Visual Basic require variable declaration. Always declaring your variables is good programming practice and widely recommended by VB experts. Explicit variable declarations make your code more readable and require less RAM space. It might even make your program run faster, especially if you use a lot of objects in your code. How come? That’s because you give all your variables a type. Read on why that’s important.
Variables with no type. Always give your variables a proper type. If you don't declare your variables as a specific type, VB classic uses the default data type Variant, and VB.NET makes it Object. A Variant/Object can contain any kind of data: numbers, text, object references, tables, ... In some cases is great. But in most cases that's not required, since you know beforehand what type of data a variable will contain. 
Why is a Variant or an Object bad? The first reason is because it takes far more memory space than the other data types. You can save memory if you declare your variables, and most importantly, your arrays as Integer, Single, String, etc. The second reason is that using specific data types removes run-time errors. You never know what a Variant/Object contains, but an Integer always contains a number. 
Proper typing is especially important for procedure parameters. That’s the easiest way to ensure that you receive a number instead of a string, or that parameter lb is a ListBox and none of those other controls.
Here is yet another reason why you should use Option Explicit. It makes you think of the data types when you’re writing the Dim statements. If don't declare them, they become Variants/Objects by default. 
So to make your program require less memory and get rid of run-time errors, see the Problem report for Variables with no type. Give a specific data type whenever you can, like this:
Dim x
=> Dim x As Integer

There is a catch in VB classic. In the following example, x is really a Variant. That's very difficult to notice without Project Analyzer!
Dim x, y As Integer
=> Dim x As Integer, y As Integer

VB.NET variable declarations work differently, the above x is Integer.
Functions with no type. Like variables, functions and properties require a type definition too. If you don't define the type, a function returns a Variant/Object value. Example:
Function Calculate(ByVal Value As Single)
=> Function Calculate(ByVal Value As Single) As Single

In VB.NET you can use Option Strict On to require a type definition for all variables and functions. In VB classic, there is no way to require that, so you need to run Project Analyzer. 
Object variable declared As New. In VB Classic, declaring an object variable As New creates an auto-instantiating variable. Each time you read the contents of the variable, VB first checks if the variable contains an object, and creates one if not. This adds overhead, thus slowing your program down. To achieve better performance, remove the word New from the declaration, and instantiate your variable (Set x = New Class) before it is used. It makes sense to test with 'If x Is Nothing Then' before accessing the variable, to avoid the run-time error 'Object variable not set'.
Consider short-circuited logic. In the expressions (x And y), (x Or y), both operands (x, y) are evaluated. Short-circuiting means rewriting this so that when x=False in (x And y), y is not evaluated. The same goes for x=True in (x Or y). This saves CPU cycles, especially if y is a complex expression. In VB.NET, consider replacing And with AndAlso, and Or with OrElse. In VB Classic, consider splitting an If ..And.. condition as two nested Ifs. Short-circuiting If ..Or.. yields more complex code, usable case by case. Risks: Short-circuiting changes the logic. If the second operand calls a function, this call may not execute. Read VB help for differences between And/AndAlso and Or/OrElse.
String handling. Project Analyzer supports a set of string optimization rules. They are designed for string-intensive programs whose performance is limited by the performance VB's string functions. To learn more about this specific area, read the help file and visit our web site for an extensive article on string optimization.
Style suggestions
Now let’s talk about coding style. We all have our own style. That’s perfectly fine! There are many ways to write good and beautiful code. But be consistent. Develop your own coding standards and stick to them. It will make your life much easier later when you have to maintain your own code, or when another person tries to learn it. 
Project Analyzer reports so many style issues that it might look just overwhelming at first. Fortunately, you’re not supposed to follow all the rules. Pick those ones that are useful for you, and forget about ones that are too exotic or complicated to enforce. Define your very own problem filters with the Options|Problem Options menu command.
Some of the more important style issues are described here. You can find the rest in the help file.
Option Strict missing. A file does not define Option Strict On. In .NET, Option Strict On enforces type-safe code by allowing only widening data type conversions. It also disables late binding. You can set it as a project-level option or for each file. Disallowing late binding helps you avoid unnecessary run-time errors and add performance. Besides, analyzing your projects with Project Analyzer becomes more accurate when all calls are early bound.
Scope declaration missing. VB's default scope rules are somewhat complicated and may lead to excess scope or a scope that is too limiting. Always give your procedures, variables etc. a scope. Consider this syntax:
Sub Calc() 

Can this be called from outside its own module? Can you immediately tell if Calc( ) is Public or Private? Many of us can’t. So, why not write one of the following:
Private Sub Calc()
Public Sub Calc()

A Private thing cannot be called from other modules. A Public thing is part of the interface of the module and can be accessed from outside. In the case of Public classes and UserControls, Public things may even be called from other projects. It’s important to declare a proper scope to keep your code modular. 
Friend, Protected or Protected Friend might also come into question in object-oriented programming. In Friend access, the declaration is available inside the project, but not exposed to any outside projects. The distinction between Public and Friend is important if you're writing a library project that exposes an public interface to other libraries or programs.
Protected scope, available in VB.NET, is like Private but it gets inherited to any descendant classes. Protected Friend is a combination of Protected and Friend, it gets inherited and it's also available in the declaring project.
Excess scope. A part of your program has a scope that's too wide. Even if you could, you don't actually use this part up to the scope. Check if you should declare the part with a more restricted scope. It is good programming practice to use as limited a scope as possible to prevent other parts of the program from calling and modifying parts that they shouldn't have anything to do with. It's especially important to encapsulate class variables, to make them inaccessible to other parts of the system. This way you can protect your data from being modified, and also you can later change the way you store your data without affecting other parts of the system. 
ByRef/ByVal missing. Incorrect or loose parameter declaration is a potential source of hard-to-find bugs. Always use ByRef or ByVal when declaring your procedure parameters, and your code gets more robust.
What exactly do these ByVal and ByRef things mean? 
ByVal tells VB to pass a parameter by value. That is, the value of a variable is passed from the caller to the callee, but the variable itself isn’t. This makes your code safe. Whatever value you write to the parameter in the callee, the changes won’t affect the variable inside the caller. 
ByRef tells VB to pass a parameter by reference. This means that not only the value, but the actual variable is passed to the procedure. When you change the value of the parameter, the change is reflected in the caller too! This may lead to errors that are really hard to notice. Example:

Sub DoThings(ByRef Text As String) 
  Text = "Hello, world!"
End Sub

Sub Main()
  Dim Text As String
  Text = "Hello, fellow!"

  DoThings Text
  MsgBox Text ' Shows Hello, world! 
End Sub�
Sub DoThings(ByVal Text As String) 
  Text = "Hello, world!"
End Sub

Sub Main()
  Dim Text As String
  Text = "Hello, fellow!"

  DoThings(Text)
  MsgBox Text ' Shows Hello, fellow!
End Sub��
The default in VB versions up to 6.0 is ByRef. That’s the unsafe one! So if you don’t choose between ByVal and ByRef, you always get ByRef. That’s why it’s important to write the words explicitly.
With VB.NET things get even more complicated. The VB.NET default is ByVal. However, when you migrate your existing code to VB.NET, the migration wizard will upgrade all missing declarations to ByRef. It is important that you go through all your code before you migrate it to VB.NET and add ByVal/ByRef where needed. It will be harder afterwards.
It should be noted here that there are good uses for ByRef. One case is when you wish to return values via the parameters. That is usually best avoided, but it’s possible, and sometimes required. Another case is to obtain maximum speed. The copying of ByVal parameter values takes time, and if you call the procedure thousands of times, it might pay off to use ByRef. That depends on the parameter data types, and you should experiment with it if you need to squeeze out more speed. If you do a lot of string processing, the use of ByRef string parameters instead of ByVal may give your program a real performance boost. Also sometimes VB just demands ByRef. At those times it will tell you about that.
The not-so-stylish statements
The following is a list of statements that represent bad coding style.
Goto/Gosub are bad programming practice. They should be avoided when possible. Jumping around with Goto easily leads to unstructured control flow structure and spaghetti code. Gosub has low performance and isn't supported by VB.NET. 
Exit/Return. Use of the Exit and Return statements may indicate unstructured program flow, much the same way as the Goto statement. Try to build your loops and procedures so that they only have one exit point, which is at the end of the loop or procedure. It is especially important to avoid jumping out of With..End With blocks. 
There is one case where VB requires Exit/Return. This is when you need to quit a procedure immediately before an error hander. Project Analyzer allows this use. 
Note: The Return statement is equally avoidable in all versions of Visual Basic, even though its functions are different. In VB 3-6, it is used to return from a GoSub jump. In VB.NET, it is used like Exit Function.
While. The While loop is outdated. Do...Loop provides a more structured and flexible way to perform looping. In VB 3-6, the syntax to avoid is While..Wend. In VB.NET, it is While..End While.
Call is not a necessary statement to call a procedure. Leave it out.
IIf / Switch / Choose. These functions are considered bad programming style because of functionality, optimization and readability issues. All conditions and branches of IIf / Switch / Choose are always executed resulting in longer execution time and possible unwanted side-effects. Switch and Choose may return an unwanted Null. Use Select Case or If..End If instead.
Single-line If..Then statement. An If..Then(..Else) construct is on a single line. To make your program more readable, split the construct to multiple lines.
Multiple statements on one line. There is more than one statement on a single line, separated with a colon ( : ). To make your program more readable, write only one statement on one line.
On Error. The use of On Error for exception handling is outdated in VB.NET projects. It is better to use the Try..Catch block for error handling. On Error Resume Next also deteriorates the performance of .NET execution. Use Try..End Try without the Catch block to achieve a similar effect without the performance hit. 
Global found, use Public. Early versions of VB didn't have the Public keyword. In VB 4.0, Public and Private were introduced for defining the scope of things. Nowadays it is suggested that you use Public instead of Global. They are synonymous words, so no harm is done. 
Explicit clearing of variables, arrays and resource handles. This is a group of rules, under the Style category, for developers who want to ensure that their code explicitly clears object variables, dynamic arrays and Win API resource handles after use. You can use these rules to avoid memory and resource leaks in object oriented code and API calls. Read the help file for a thorough description. 
Functionality problems
Even if you couldn't care less about performance or coding style, you should still be concerned about how your program works for the users. . This is where it really pays off to scan your application with Project Analyzer's problem detection feature. When you fix these issues before finishing your project the users will find your program working better than what it would have been without the fixes. Most of the functionality problems are related to user interface issues, error trapping and event handling.
Error handler missing. A procedure has no error handler. Your program may crash if a run-time error occurs in this procedure. 
Delayed error handler. A procedure uses delayed error handling. By delayed error handling we mean the use of On Error Resume Next or a Try block without Catch. Run-time errors are handled in the procedure(s) that call this one. This may be completely as you planned, or you may have forgotten to add an error handler (On Error Goto, or Catch in a Try..End Try block). 
You can ignore the error handling issues in small procedures. For example, you may consider that procedures with just 1 or 2 lines are unlikely to cause crashes. While we don't recommend this approach, Project Analyzer allows you to set a minimum limit on the procedure size requiring proper error handling.
Consider using Aivosto VB Watch, a tool that adds advanced error handlers to your code. 
Error event missing. Every Data control should have the Error event implemented. If you don't do it, Visual Basic only displays a simple error message. It is also important to use an error handler inside the Error event, because if a new error occurs, the Error event fires again. This problem is available for VB 3-6. 
Click event missing. A CommandButton or menu item does not do anything when clicked. This problem is available for VB 3-6. 
Timer event missing. A Timer does not fire an event at defined intervals. You could as well remove the timer. This problem is available for VB 3-6. 
Events not handled. An object variable is declared WithEvents. However, none of the events are handled. Why did you declare it as WithEvents in the first place?
Form missing Icon. A Form doesn't have an icon that is required. A default icon, generated by VB, will be shown. This problem is available for VB 3-6. 
Form missing HelpContextID. Your program uses context-sensitive help (F1), but a Form was found that has no HelpContextID set. This problem is available for VB 3-6. 
Default/Cancel button missing. A dialog box has CommandButtons but none of them is marked Default/Cancel. When the user hits Enter/Esc, none of the buttons handle it as a Click event. This problem is available for VB 3-6. 
Resizable Form missing Form_Resize. The Form_Resize event is missing from a Form that users can resize at run-time. Your application may look odd if you don't respond to Resize events. This problem is available for VB 3-6. 
Hotkey conflict. Two or more controls or menu items share a hotkey. For example, there are options &Save and &Search in the same menu. This problem is available for VB 3-6. 
Hotkey missing. A control or menu item is missing a hotkey. Checked controls: CommandButton, CheckBox, OptionButton, Frame, Menu. This problem is available for VB 3-6.
Possibly twisted tab order. The tab order of controls looks questionable. Take a look at the TabIndex properties of the mentioned controls. The detection algorithm of this problem is not foolproof, and the tab order might be all right in some cases. This problem is available for VB 3-6. 

The above is in no way a comprehensive list of problem detection rules in Project Analyzer. See the help file for a complete list.
Customize code review with comment directives
Sometimes Project Analyzer reports a problem that you wish to ignore. Maybe it's a dead procedure that you'll need later, or maybe it's a syntax convention you like to use in some special case. 
Project Analyzer has a special feature to ignore certain problems in a given range of code. You use it by writing special comments in your code. These are called comment directives. They don't affect Visual Basic in any way, but they tell Project Analyzer how to behave. See topic Comment directives in the help file for the exact syntax. 
Optimizing with Super Project Analyzer
Feature requires Super Project Analyzer add-in.
Super Project Analyzer is a Project Analyzer add-in. It analyzes a ‘super project’. That consists of projects that share some source modules. Super Project Analyzer combines the results of sevearl analyses to report dead code. 
Super Project Analyzer requires that you have several projects that don’t call each other, but that share some of their source code files. Super Project Analyzer does not handle project groups (.vbg files) or solutions (.sln files). It does not detect cross-project calls. See multi-project analysis (Enterprise Edition) for how to analyze that kind of code. In most cases, multi-project analysis is a better way to detect dead code than Super Project Analyzer. 
Why do you need a separate super project analysis? When a file is included in several projects, it is impossible to tell if a procedure is dead or alive without looking at all of the projects. Super Project Analyzer takes the output of several analyses and forms a general picture of what can be removed and what can’t. 
To use Super Project Analyzer, you first analyze some projects the normal way. When an analysis is complete, open the Add-Ins menu and click on Save data for Super Project Analyzer. After saving enough data, start Super Project Analyzer and load all these files with the Add project menu command.
Super Project Analyzer can also prove useful in some special cases. 
Mutually exclusive compiler directives. If you use compiler directives (#If..Then..#Else..#End If) to produce several programs out of the same code, a normal single analysis may not be enough. That's because Project Analyzer ignores the false branches of the compiler directives, and the results remain incomplete. In this case, analyze the code under all the different compiler directive settings and save the results for Super Project Analyzer. – If your compiler directives allow a configuration where there are only True branches, or just a few False branches, you're better off. In this case, you might not need Super Project Analyzer. Instead, define the compiler constants so that most brances evaluate to True. This way you get the most complete picture.
Multi-project analysis, reference depends on project. This case applies to a multi-project analysis where a single source file belongs to several projects. If the calls from that file go to a different places depending on the project the file is in, Project Analyzer will find calls based on one project only. Example. You have 2 projects. Both of them define a different constant named APP_TITLE, with values "Standard Program" and "DeLuxe Program". Both of the projects also contain the same file library.bas, which uses the value of APP_TITLE. Now, APP_TITLE in library.bas means a reference to 2 constants, depending on the project. Multi-project analysis will detect just one reference, and the other APP_TITLE may look dead. In this case, analyze the projects separately and and use Super Project Analyzer to combine the results.
Automatic code optimization with Problem Auto-Fix 
Feature requires Enterprise Edition.
Project Analyzer is capable of fixing a subset of the found coding problems. This includes automatic handling of dead code by deleting it or commenting it out. Problem Auto-fix is a feature of Project Analyzer Enterprise Edition. In the Standard and Pro Editions, you’re limited to manually fixing the problems. Auto-fix is at its best in processing a large amount of code where manual work would take too long. 
Running Auto-fix
Analyze a project and start Auto-fix in the Add-Ins menu. A dialog box appears. Auto-fix will generate a copy of your project and work on it, without touching the original files in any way. So you need to select a new, empty directory for the cleaned project. For your safety, the cleaned files will be put into this directory, regardless of which sub-directory they were originally in. This makes sure that you never need to fear of losing any of your code.
Auto-fixable problems
This group of problems is handled automatically. Auto-fixable problems include dead code, simple optimizations, procedure, variable and constant declarations, and missing events. A list of auto-fixable problems is in the help file in topic “Auto-fix problem list”. Your options are:
Fix & comment. This option makes Auto-fix repair all auto-fixable problems and leave a comment next to the modified code. The comments will bear a prefix ('!) for you to notice them. This option handles dead code by commenting it out.
Fix quietly. This option repairs all auto-fixable problems, but leaves no comment. It handles dead code by deleting it.
Treat as manual fix. Selecting this option causes all auto-fixable problems to be treated the same way as manual fix problems. Use this option if you wish to review each change manually before accepting it. 
Manual fix problems
This group of problems allows no auto-fix because of complexity or need of programmer skills. Instead, you have the option to mark the problems in your code so that you can easily handle them by yourself. Your options are:
Alert. Write problem descriptions in code, preceded by the dollar ($) sign. VB will not compile the code before all these problems are handled. This allows you to do fix & try-to-compile cycles in VB. 
Comment. Write problem descriptions in code as a comment. Each comment gets the ('!) prefix. Now you can search for '! in your code and fix the problems little by little. Use this option if you have lots of problems to handle and expect that you can’t fix them all in a short time.
Ignore. Ignore all problems that require manual fix. Don’t leave a comment or alert. Use this option in combination with the Fix & comment or Fix quietly options. This allows you to handle the auto-fixable problems automatically, while ignoring the rest. Run a new analysis later to take care of them. This option is also good for cleaning the project of dead code before compilation. 
Auto-fix tips
After running Auto-fix, your newly generated clean project might not compile or run. This might be due to code that was removed but that shouldn’t have been. Sometimes source code analysis is not capable of detecting all dead code correctly, due to the fact that certain language features in VB make it able to call a piece of code at run-time so that the call is not explicitly visible in the code. 
Because of this, you should start by auto-fixing a limited number of problems, and perhaps selecting a limited number of files at a time. Define a problem filter that selects just dead procedures, for example. Use the Fix & comment option to comment out the dead code. Try to compile. If it won’t compile, you can always restore the required procedure by removing the comments. 
You can overcome the occasional limitations of the analysis by writing special comments in the code. For example, the comment ‘$ PROBHIDE DEAD will hide the dead code problem for the selected piece of code. This feature is called Comment directives and is described in the help file.
Auto-fix is not recommended for partially analyzed projects. Correct detection of certain problems, such as dead code, requires that the full project has been analyzed.
Enforcing naming standards with Project NameCheck
Feature requires Project NameCheck add-in.
Every programming project includes a large set of names. Functions, variables, user-defined types, constants, enums, controls, module names, … It is important for names to be descriptive and clear. Following a naming standard makes your code consistent. It is easy to read and understand, especially when working in a team. When you see a properly formatted name, you can immediately tell what the name is for, what type it is, and what scope it is. 
What is a naming standard? To make a complex issue simple, a naming standard is about accepted prefixes, suffixes and case conventions. For example, gintUserID might stand for a global integer containing an ID number for the current user, and gstrUserName might be the user's name. When you see this name, you immediately know how you are supposed to use it, and you can tell that modifying the value might have effects in other parts of the program. Your standards might also state that constants must be in ALL_CAPS. This way you are not likely to try to assign a new value to PRODUCT_WEIGHT. Moreover, when you see a Variant called datBirth, you're not going to assign the variable a string of a city name, but a birth date. Thus, naming standards can prevent both compilation and run-time errors. 
It’s not that you need to follow someone else’s standards. You should define your own standards and use them. There is no single, universally accepted standard. Project NameCheck includes one example. You’re free to fine-tune it or define a completely new one. Just remember, it makes more sense to use a loose standard consistently than define a great standard and then forget about it.
Getting started with Project NameCheck
Hit F8 to run Project NameCheck. First, you need to specify the standard you wish to use. A default standard is included, but you will most likely want to configure it to suit your needs. Read on to find tips on how to configure it.
When you’re done, go to Options|Problem Options. Select the <Project NameCheck> filter. Of course, you can use any other filter that includes NameCheck problems, like <Style> or <Strict>. These include many other problems too, so it will be easier to start with <Project NameCheck>.
Now, analyze a project. NameCheck problems will appear in the problem view at the bottom of the main window. Project Analyzer also lists suggestions of accepted names. If the suggestion doesn’t seem right to you, you need to fine-tune the standard.
How do I configure a standard?
Usually you use just one naming standard. If you follow complex naming conventions, you may even define several standards and switch from one to the other when required. But let’s assume now that we’re using just one standard. Start Project NameCheck now.
Standards terminology
Names in your project consist of a prefix, a base name, and a suffix. Not every name has all of these. Some name might have a prefix+base, another might have base+suffix, and a special name might have no prefix nor suffix at all. Prefixes and suffixes tell you, the programmer, what scope the name has, and what type it is.
The length of a prefix or suffix is usually 1 to 3 characters. A prefix is often a lowercase abbreviation like “lng”, but it could as well be an uppercase letter like “T”. A suffix is often one of the VB type characters ($%&@#!), but you could as well use a suffix in the form of “_int”, “_enum” etc. 
There are prefixes and suffixes for each scope and each type of a name. There are also special cases, but let’s now restrict ourselves to the scopes and types.
Scope	The scope where the name is available. It can be global, procedure-level, etc. A typical scope prefix is “g” or “glb” for global, and “m” for module-level.
Type	The type of a variable, function or control. Typical type prefixes include “cmd” for CommandButton, “int” for Integer and “E” for Enums. 

When you combine Scope and Type with <base>, you get 10 possible combinations. They are here shown for the variable containing an age. 
Combination	Example	Declaration
Scope+Type+ <base>	giAge	Public giAge as Integer
Type+Scope+ <base>	igAge	Public igAge as Integer
<base> +Scope+Type	Age_glb% 	Public Age_glb%
<base> +Type+Scope	Age_int_glb 	Public Age_int_glb as Integer
Scope+ <base> +Type	gAge% 	Public Age%
Type+ <base> +Scope	iAge_glb 	Public iAge_glb as Integer
Scope+ <base>	gAge	Public gAge As clsPersonAge
<base> +Scope	Age_glb	Public Age_glb As clsPersonAge
Type+ <base>	iAge	Public iAge As Integer	
<base> +Type	Age%	Public Age%
Some of the combination may not actually look very useful, at least not for a global integer. Your job is to decide which combination(s) you wish to use.
To learn how to set all the various standard configuration options, read the help file topic “Configuring a standard”. 
Sharing the standards
Project NameCheck has Export/Import functionality. You can save the settings to a .std file and distribute to other computers. That’s especially useful to enforce standards among teams.

How to document your code 
In many projects, documentation is the last and the most boring job. It often gets forgotten because it doesn't seem to add any value. But what if someone else has to continue with the undocumented code? Even the simplest documentation can save a lot of learning effort in such cases.
Project Analyzer includes a lot of features, mostly reports, for documentation purposes. Although writing comments to code is essential for professional documentation, Project Analyzer can help even in the case of uncommented code. 
Simple listings of files, procedures, variables, ...
The sub-menu Report|Lists is the home of a large selection of listing type reports. You can get a report of all the available declarations in the code. 
Files (sorted by name, size and date)
Modules
Namespaces (.NET)
Procedures (by location or sorted alphabetically)
Variables and constants
Types, Enums and COM Aliases
Listing procedures with comments
A commented listing of procedures is a simple but useful form of code documentation. Project Analyzer makes this listing by the menu command Report|Lists|Procedure list with details. For each procedure, this report lists comments and cross-reference information. Example:  
Function CheckName(Byval Person As String) As Boolean
' Checks if Person exists in the database
' Returns True if successful
 
Called by: 	This section is optional
- AddEmployee	
- UpdateEmployee 	
Calls: 	This is optional too
- CheckDatabaseField	

To fully use this feature, you need to provide comments in your code. All comments immediately before and after the procedure declaration line are included in the report. This means all comments until an empty line or normal code is found. Example: 
' This sub was created by N.N.
Sub MySub (Byval x As Integer)
' This sub does the following:
' It takes the parameter x and ...
	
' This line is not shown any more
Form1.Print x + 5

End Sub

The cross-reference information, calling and called procedures, is useful when you need to see which procedures work together. 
Comment manual is an enhanced version of listing procedures with comments. This is an option in the Project Printer add-in. It is described later in this tutorial. 
Listing variables and constants
Procedures are not everything a project contains. Variables and constants are equally important for documentation. 
You can list variables and constants in two ways:
Use the View menu to open the Variables and constants window. Set the options for scope and deadness and get a report.
Use the Report|Lists sub-menu to get the Variables and constants list. 
Documenting all your code with Project Printer
Feature requires Project Printer add-in.
The most thorough documentation of a project is its source code. Project Printer is an add-in to Project Analyzer that makes documenting the whole source code easy. It isn’t a plain text file print-out utility. Even though the name suggests ‘printer’, you can also generate document files with it. Optionally, Project Printer formats code for easier reading, generates a table of contents, and includes cross-reference information, problem descriptions and various metrics too. 
Besides reporting all source code, Project Printer can also create a comment manual, which means formatted documentation with comments in the code. 
A third use for Project Printer is turning your project into a code web site. This way you can browse your code and learn how it works. You may even put this site available online for your colleagues to learn from it.
In the following you learn a few easy ways to use Project Printer. You’re not restricted to these choices. Project Printer is a rather complex add-in because of the various options.  Some option combinations are more optimal than others. Experiment to get the most out of this add-in.
Turn code to a web site
Hit F6 to run Project Printer. Select the files you want to include in your web site. Usually it's best to select all the files, but a partial web site may also be enough. Click Next and select Full source code. Click Next again. Now, click on HTML pages and select an empty directory. You can create it or clean an existing one. Click Next and then generate the web site with the default options.
You now have a web site consisting of a large number of .html files. The start page is index.html, as you could expect. Calls from procedure to procedure are hyperlinked. You also have a set of reports generated as a bonus. 
Make sure you have enough disk space before generating the web site. For a middle-sized project, thousands of files may be generated. 
Alternative. If you have the free Microsoft HTML Help Compiler, you can turn the files into a single .chm file. In the output directory, find a file with the name myproject.hhp (myproject is the name of your project file). Double-click it to open it in HTML Help Compiler. Compile it. You can use the resulting .chm file and delete all the other generated files.
If you don't have HTML Help Compiler installed, you can download it from Microsoft's web site.
Print your code
Hit F6 to run Project Printer. Select the files for which you wish to get a document. Click Next, choose Full source code. Click Next again, and choose File. Select HTML as the output format. This option will generate a long web page for you to print. It's especially nice if you have a color printer, because the code is syntax highlighted. If you have a monochrome printer, you can select the Printer option.
Alternative. Instead of printing it all, you can keep the document in the .html file. 
Generate a Comment Manual
Hit F6 to run Project Printer. Select the files for which you wish to get a document. Click Next and choose Comment manual using a special comment syntax. Click Next again and choose the appropriate file type or Printer. 
Comment manual is a manual-like report based on comments in your source code. It doesn’t contain your code, just the procedure declarations with comments. This function is an enhanced version of listing procedures with comments (as introduced earlier in this document). What is different is that you can use special comment syntax to get a nice-looking, formatted manual. 
Read the help file for “Comment manual” for instructions on how to prepare your comments for this feature.
If you don't have the time to format your comments according to the supported syntax, you can use the option Comment manual with unformatted comments. Yet you should read the help file to find out exactly which comments will be included in the document. 
Documenting cross-references with call trees
A program is not just a collection of procedures, it's very much calls from a procedure to another. These calls are cross-references. Calls from a procedure to another, from there to the next one form call trees. 
There are two kinds of call trees, for files and for procedures. A file dependency tree, or file use tree, tells which other files a given file needs to compile and/or run. A procedure call tree is more exact: it tells which procedures are called by a given procedure. 
Ordinary call trees
Here is an example of a call tree for a function called RegExpr:
- RegExpr 
    RaiseError 
    RemoveMatches 
  - ProcessParentheses 
      GetParentheses 
    + CreateMatch 
      RaiseError 

RegExpr calls RaiseError, RemoveMatches, and ProcessParentheses. ProcessParentheses calls GetParentheses, CreateMatch, and RaiseError. CreateMatch calls other procedures, but they are not shown now (+ denotes a branch that could be expanded). 
You can get call trees like this by using the Call tree feature. It’s in the View menu. Use the Report button to get a report of what you see on the screen. 
Call trees can get really large and practically useless. Therefore we recommend that you document only those call trees that are of special importance. You can always reconstruct call trees by running Project Analyzer again. 
Need report (closure of a call tree)
When you take all the branches and leaves in a call tree, you get a need report, available in the Report menu. The Need report tells you all the parts in a program that procedure A requires to work. It lists all required procedures, variables, constants, user-defined types and Enums. 
You can take a need report for one procedure, or a group of procedures. If you take it for a group of procedures, you simply get a list of everything that the group needs. This is useful if you want to copy certain routines from a project to another. 
Graphical call trees (Project Graph)
Feature requires Project Graph add-in.
The most intuitive call trees are graphical. Project Graph is an add-in to Project Analyzer. It can produce graphical call trees. In addition, it makes inheritance graphs and shows project dependencies in a multi-project system. 
�

The available graph types are:
Procedure call tree, both forwards and backwards. Arrowheads show the direction of control flow. A double-headed arrow indicates procedures that call each other. 
File dependency tree, including dependencies both forwards and backwards. Files on the left require files on the right to compile or run. A double-headed arrow indicates mutually dependent files, which should be avoided if possible. 
Inheritance tree, including inheritance by the Implements and Inherits statements. Note that the Inherits statement is available in VB.NET. Not all projects use inheritance. Therefore, the graph may be empty. 
Control flow graph, showing how procedure execution traverses between modules. 
Data flow graph, showing how data flows between modules. Data flows either via variable read/write, or via procedure parameters and function return values. 
Form show graph. This graph type describes the order in which forms show other forms by calling Form.Show (or Form.ShowDialog in VB.NET). Form1 shows Form2 if it either calls Form2.Show, or the procedure call trees starting at Form1 contain a call to Form2.Show in another module. Form1 may also show Form2 if Form1 contains a UserControl that shows Form2. This graph does not include self-showing forms. A self-showing form is one that displays itself in its constructor or event such as Form_Load. Showing forms by setting their Visible property is not supported. 
Project dependency graph. This option will appear in a multi-project analysis to show dependencies between several projects. 
Because the graphs easily get huge, the size of a graph is automatically limited to max 6 levels forwards and max 6 levels backwards. You can get more levels by right-clicking a node and selecting Expand. On complex systems you may find out that even 2 levels is too much. In this case, you need to take more than one picture.
To print a graphical call tree, use the Printer button. This prints a page with the graph that is currently shown on the screen. To include the picture in your documentation, press Ctrl+C to copy to the clipboard and paste the resulting picture in your word processor. You can also save the picture into a file.

Advanced analyses in the Enterprise Edition
The Enterprise Edition supports a number of advanced analysis techniques for source and binary files. The features described in this chapter require an Enterprise Edition license. In the demo and Standard/Pro Editions, they are enabled for small analysis with a maximum of 10 source files.
Multi-project analysis (Enterprise Edition)
Larger systems may consist of several projects, for example, a standard executable project, a .dll library project, and several .ocx component projects. When you need to find out the dependencies between several projects, you need multi-project analysis.
Project Analyzer Enterprise Edition supports analysis of several projects at a time. The Enterprise Edition is required if you want to
analyze several projects (.vbp, .vbproj) in one run 
analyze .vbg or .sln files 
discover dependencies between several projects (.vbp, .vbproj) 
show up dead code in source code files shared by several projects (in the Standard and Pro Editions, this analysis is done with the Super Project Analyzer add-in) 
Multi-project analysis is essential for many web systems, mixed language systems and any other systems consisting of several projects. It is capable of analyzing hundreds of projects in one run. Without multi-project analysis you are limited to analyzing one project at a time. 
You start a multi-project analysis simply by choosing a .vbg or .sln file to analyze. You can also add new projects to the analysis by pressing the Add project(s) button in the dialog that pops up when you have selected the project to analyze.
COM file analysis  (Enterprise Edition)
COM analysis reads information stored in a type library in a COM file. A type library describes the public interface that is available for others to call. It stores information on public classes, methods, properties, parameters, events, user-defined types, constants, enums and aliases. Unions, which cannot be used in VB, are not shown.
When you include a COM file in your analysis, its contents appear in Project Analyzer as regular classes, procedures, events, enums etc. For example, the summary report will include COM procedures in its procedures count. Because of this, you might not always want to include COM files in your analyses. COM analysis is most useful for files that you or your colleagues wrote.
The COM information you get is limited to the public interface. COM analysis doesn't reveal anything about the internals, such as private procedures that actually implement the interface. Thus, when you have the source code for a COM file available, it's better to analyze the source rather than the COM file. The information available in a COM file is limited to the interface it exposes to other projects. However, by analyzing the source code you can also understand the internals. 
Select the desired COM files when starting the analysis. Note that you need the Enterprise Edition for this feature. You can also get a demo for analyses with max 10 source files.
DLL file analysis  (Enterprise Edition)
DLL analysis works with conventional library files. In Visual Basic you use DLLs via the Declare statement and also the <DLLImport> attribute in VB.NET. DLL analysis reads the contents of library files and also displays OS version compatibility and declare syntax information.
DLL analysis reveals all available procedures in a conventional library file. A built-in API database shows the declaration format and operating system compatibility of a large number of Windows API functions.
Note that you need the Enterprise Edition for this feature. You can also get a demo for analyses with max 10 source files.
Reading the libraries
DLL analysis reads the function export table of a PE (Portable Executable) file. The export table lists the procedures available in the library. You need to enable this feature when you open the file(s) to analyze.
Any 32-bit PE file that has a function export table can be analyzed. It's required that this file is referenced in the source via a Declare statement or via a <DLLImport> attribute. The analysis is not limited to files with the .dll extension, it also works with .exe and .ocx files, provided that they export functions. A typical case for DLL analysis is when you call the Windows API routines.
Enable analysis of DLL contents by checking the appropriate option when opening a project for analysis. 
DLL declare format
For a large number of Win32 API functions, Project Analyzer displays the Declare statement syntax as given by Microsoft. This feature is useful if you want to compare an existing Declare statement with the canonical declaration or if you want to learn how to declare and use an undeclared function.
Note that it's perfectly all right for your own declarations to differ from the canonical declaration. You can declare the same procedure in a number of ways, varying the parameter data types, parameter passing convention, parameter names and the procedure name.
To view the available declarations, click on a procedure in a library file. You will see the declarations listed. The canonical declaration, if available, is given first. If there are 2 or more declarations, your declarations differ from the canonical declaration and/or from each other. In this case, check the procedure call tree at the bottom left of the main window to find your own declarations.
Operating system compatibility of DLLs
Project Analyzer knows the operating system compatibility of a large number of standard Win32 API functions. Select a DLL procedure, click the Procedure and Proc Info tabs at the bottom of the main screen to view in which Windows versions the selected procedure is available.
Being available in an OS version means that the function or library should be installed on the system without any further library installations on your part. If a function is not available by default, you may often install a redistributable file package to add the support. 
DLL analysis related problem detection
You can monitor DLL related issues with the problem detection feature.
Procedure not found in library. A procedure is declared, the library exists on your system, but there is no such a procedure in the file. You have declared a non-existing procedure or the library file you have is not the required version. If you execute this procedure call on this machine, you will most probably get a run-time error. However, the code may still work on another computer with the correct library version available. 
Return value discarded. A DLL procedure is declared as a Sub instead of a Function. The function returns a value but it is ignored by the declaration. Although it is not necessary to actually use a function's return value, simply ignoring it could indicate a problem in the caller's logic. Review the documentation of the library to determine what the type of the return value is and if it can be ignored safely. 
DLL procedure not supported by OS. A library or one of its procedures is not available in a given Windows version. This means that the library/procedure is not installed by that Windows version. You may still be able to call it provided that the correct library version has been installed later. Use this rule to point out API calls that may be problematic on certain OS versions. You may need to use another call or distribute the required file(s) with your application. You can configure which OS versions you want to support in Problem Options. 
Find duplicate code  (Enterprise Edition)
Duplicate code analysis searches for repeated code blocks, including identical procedures and shorter code snippets. You can find this analysis in the Enterprise menu. It requires the Enterprise Edition.
Why be concerned about duplicate code?
Copy & paste coding can result in the same code being repeated at different locations with few or no modifications. Duplicate code analysis finds blocks of code that exist in two or more files across the project or solution. A duplicate block can consist of a few lines, complete procedures or even entire modules. You may also find repeated declarations for constants, API procedures or user-defined types.
You can use the duplicate code analysis feature to eliminate repeated code and detect possible logical errors. The elimination of unnecessary duplicates yields the following benefits.
Less code to test, maintain and document. 
Maintenance efforts can focus on a single location instead of making the same changes at multiple locations. 
Less errors. If the same code is repeated at several locations, changes and fixes at one location don't get propagated to the other locations. 
Smaller executable size. 
You can eliminate repeated code snippets by turning them into procedures. If entire procedures are repeated, you can usually delete the duplicate(s) and keep just one of them.
Sometimes you may find repeated code at a place where different code should actually have been used. Two routines that should perform a different thing may inadvertently contain the same code.
How the duplicate code analysis works
The analysis compares the lines of two files with each other. If it finds an exact match longer than a predefined minimum number of lines, it is reported as a duplicate block. Any difference, even if it's just one character, will end the duplicate block.
Whitespace (empty lines and indentation) is ignored. Two blocks that only differ by the use of indentation or empty lines are considered similar. You can optionally ignore comments, line numbers and line labels, which are not really executable code.
String literal analysis
There is a related analysis in the Report menu that handles string literals. It's called String literal analysis and it finds duplicate string definitions within the code. Use it to eliminate duplicate definitions of the same text. That feature is available in all editions.
Metrics (Enterprise Edition)
To monitor their programming efforts, software engineers often use some simple metric, like lines of code or EXE size. These are the most basic metrics. They aren’t very sophisticated, but they’re easy. Project Analyzer knows more. It can tell you about the understandability, complexity and reusability of your code.
The Standard and Pro Editions calculate a limited selection of metrics. You can find most of them in the Design and Summary Reports, which provide an overall view of your code.
To get the most out of metrics, you need the Enterprise Edition. The most comprehensive set of metrics is available via the Project Metrics feature. The following steps are required to use it.
Analyze a project, project group or solution.
Save metrics by choosing the appropriate command in the Enterprise menu. This will create a new .mtx database file that stores the values for later use.
Run Project Metrics Viewer (mtxview.exe). You can find it in the Enterprise menu. The viewer allows you to view the stored metrics, compare projects and follow the development over time.

�
Project Metrics provides tens of metrics. You can find comprehensive instructions to metrics and their use in the help file. Some of the available metrics are:
Size metrics, such as lines of code and number of methods.
Complexity metrics, such as McCabe cyclomatic complexity, cyclomatic density, depth of conditional nesting, structural fan-in/fan-out, informational complexity, class hierarchy metrics.
Understandability metrics, such as length of names and amount of comments.
What are the target values? This is the questiong that every metrics user faces. Some metrics have recommended ranges and anything below or above the range indicates a problem. Other metrics have no such values. Then you can watch for exceptionally low or high values to detect problematic code.
We recommend that you pick a suite of metrics that suits your use. Analyze your projects to save metrics regularly, and you can follow how your projects develop.
VB.NET Compatibility Check (Enterprise Edition)
Visual Basic .NET is very different from earlier versions of VB. Migrating existing VB code to VB.NET is not just a matter of loading it to the new version. VB.NET does include an upgrade wizard. It does a good job converting your syntax, but that's just half of the work. Your project will not compile right away, you'll have a lot of issues ahead. If you weren't prepared, you might decide you didn't want to migrate after all. 
Fortunately, you can prepare your code in advance. Actually, it is essential to work on your existing code before you load it in VB.NET. This is where the Enterprise Edition comes to help. VB.NET Compatibility Check consists of a set of problem detection rules that help you change your existing code before the migration, and get notified of possible major issues that affect your decision whether or not to migrate. The check works with classic VB projects. 
To use the Compatibility Check, simply analyze a VB classic project and enable the checks via Problem Options in the Options menu. You can use any of the 2 predefined Compatiblity Check filters or define one of your own.
Compatibility issues
A typical compatibility issue cannot be resolved by a computer. Human attention is required. Therefore, you need to get prepared for manual work. The available types listed in the below table. 
�PRIVATE��Feature not upgradable�VB.NET does not support this feature. You should either consider leaving the code in your current Visual Basic version, or prepare for major upgrade work. Example: web programming.��Fix required before upgrade�VB.NET does not support this feature. You will have to rewrite your code before you upgrade to VB.NET. Example: data binding. ��Fix recommended before upgrade�You will save work if you adjust your code or forms before you upgrade. Example: correct declaration of variables and class members.��Can be fixed before or after upgrade�The code needs to be changed. You may do it now or after the upgrade. Example: explicit declaration of procedure parameters.��Work required after upgrade�The code needs to be reviewed or changed, but you can't do it before the upgrade. Example: syntax changes, changes in control object models, unsupported functions requiring complete redesign where used.��
You can find a description of each individual problem by right-clicking it in Project Analyzer. The descriptions are also listed in the help file.
You probably get a long list of compatibility issues. It is advisable to first use a problem filter that selects the most critical issues. Pay special attention to those problems that are classified as Feature not upgradable, Fix required before upgrade or Fix recommended before upgrade. These classes are indicated with either a red or a yellow problem icon. 
You can get a summary of the upgrade work by generating a VB.NET Compatibility Report. You can find this report in the Add-Ins menu. This report tells you if the project is upgradable to VB.NET. It also estimates the size of the upgrade work. Selection of the problem filter (in Problem Options) does not affect this report.
Project Analyzer Enterprise Edition does not check for all incompatibilities between VB6 and VB.NET. It provides a limited set of compatibility checks. When you upgrade to VB.NET, you are likely to find more incompatibilities. The VB.NET help file describes migration issues in detail. You can also find migration instructions at http://msdn.microsoft.com/net. 
Macros (Enterprise Edition)
Have Project Analyzer work for you while you sleep or drink coffee! If you need to do the same analyses and again and again, try the macro feature. The macros are simple plaintext .pam files that instruct Project Analyzer to open projects, analyze them and perform some operations such as reporting and auto-fix. 
The macro syntax is described in the help file. You can run the macros via the Enterprise menu, the command line or a batch file. Notice that the use of macros always requires the Enterprise Edition – they are not available in the demo or the Standard/Pro Editions regardless of analysis size. 
Other features 
The basic features of Project Analyzer are related to analysis, optimization, documentation and measurement as described in the preceding chapters. This chapter describes other features shortly. See the help file for more information on these features.
Archive project files command, in the File menu, can be used to put all files contained in a project to an archive file. It is designed to work with WinZip, PKZip and Arj. You can also get a text file listing all files in a project using this feature.
Call tree reports in the Report menu are an alternative way to document call trees. These reports can get unexpectedly large – especially the All procedures call tree report. You might prefer using the View|Call tree window or Project Graph.
Control report is a structured listing of controls in the project. This report is available for VB 3-6.
Cross-reference report lists all calls to and from procedures, reads from and writes to variables, constant references, and Type and Enum references.
Design quality report gives an overall picture of the quality of a project, measured by several metrics.
Dictionary report lists all names in the project in alphabetical order.
Executed by report goes back in the call tree to the top-level procedures that will, when called, eventually execute a selected procedure.
File dependency analysis finds circular file dependencies, which have a negative effect on reusability.
Hotkey conflicts report is an alternative way to view hotkey conflicts among controls and menus. Hotkey problems are also listed in the problem view. This report is available for VB 3-6.
Interface report lists the public members of a module. It is useful for documenting interfaces inside a project, as well as external interfaces of ActiveX controls and libraries.
Library report lists all DLL, TLB, OCX and VBX files and other libraries referenced by your project. This list does not include all files required by your program (when distributed), only those that are explicitly referenced either in the source code or other project options. It also shows declared API procedures, including ones are defined but not used. When DLL analysis (see page � PAGEREF _Ref48897213 �26�) is enabled in the Enterprise Edition, the report includes more details on the DLL procedures.
Menu report lists all menus and menu commands in the project. Shortcuts, hotkeys and HelpContextID's are included. Invisible and disabled menus or menu items are displayed in grey. This report is available for VB 3-6.
Module diagrams report lists the members of classes and modules by their scope. Where inheritance is used, it also includes the inherited members.
Summary report summarizes the size of a project. You can use it as a statistical information source for your efforts. 
View FRX files. VB Classic stores form and control properties in files with the .frx extension. There are also some other extensions serving the same purpose, such as .ctx,  .pgx and .dox, but here we refer to them collectively as the FRX files. You can view the contents of a FRX file by double-clicking it within Project Analyzer. You can even save graphics to individual files if you want to reuse a picture that you don't have available as a disk file.
View graphics files. You can double-click most graphics files, including .bmp, .gif and .jpg, to view the picture. This is especially useful with .NET web projects.
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